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# 前言

## 编写此书的目地

## 本书适合的读者

虽然距我最后一次使用Platform Invoke技术已经过去了两年时间，但我仍然可以感受到当时的心情有多么的糟糕与沮丧。是的，当时我正忙着调用Win32 API设置系统服务启动类型。而那时我是一个正在大学的大四学生，会一点C#,也会一点C和C++（其实那时最熟悉的还是Java）。

虽然很少使用这种技术了，但是个人却在那之后，进行了不断的学习。后来在网络上也经常看到有人提问这方面的问题，他们通常是编写设备控制程序的程序员，如自动化测试，视频监控等。但是回答者通常很少，一是因为大多数的人并不了解这种技术。二是因为一个程序有错其原因真的是太多了，我敢肯定有时候真的是比路上的美女多个几倍。

所以我编写此书，给那些需要系统学习PI技术的人。当然你可以当作快速参考手册因为在高级示例里面有很多可以参考的实例。

本书适合那些需要使用Platform Invoke技术的人。而阅读者需要熟悉C#或者其实类似的xxx.net语言。如果不熟悉，建议先学习一门语言。当然熟悉C语言更佳。

## 本书将涉及的内容

## 一些术语的使用

## 示例代码的下载

## 欢迎反馈您的意见

人这一辈子，总是会做一些错事呀。由于知识水平与其它原因，本书难免出现错误。欢迎指正。当然有好意见也欢迎反馈。

你可以通过以下方式联系我：largesky@hotmail.com

# 基础概念

## 32位与64位应用程序

在CPU中有一个非常重要的概念：CPU位数。表示CPU内部一次性可以处理数据的位数。对于支持X86指令的CPU来说它的位数是32位。而对于支持AMD64指令的CPU来说就是64位。现在的CPU都同时支持X86与AMD64指令，并且可以工作这两种模式之上。

对于非托管应用程序（包括DLL，Exe等）而言，在编译好的指令中它只能是支持64位或者32位的，不能两者都支持。这是因为在AMD64指令环境下，一些数据的类型大小，指令与X86都不相同。

当然对于一般的应用来说，最直接的反映就是指针是64位，这使得一个应用程序可以使用内存理论上达到了2的64次方。

在Windows中，当创建一个进程时，系统就同时确定它是32位的，还是64位。32位的进程，只能加载32位的DLL。而64位的进程只能加载64位的DLL。

而对于托管.NET程序而言，它还多一种模式：Any CPU。这种方式编译的程序集，当系统是32位的它就以32进程序运行。当系统是64位的就以64进程运行。

表2-1：程序运行平台及其可以加载的DLL

|  |  |  |
| --- | --- | --- |
|  | 32位操作系统 | 64位操作系统 |
| Any cpu | 可以运行，只能加载32位DLL | 可以运行，只能加载64位DLL |
| 32位 | 可以运行，只能加载32位DLL | 可以运行，只能加载32位DLL |
| 64位 | 不能运行 | 可以运行，只能加载64位DLL |

对于.NET应用程序言,如果由于编译位数与运行的目标系统不匹配，可能导致加载相应的DLL失败，也就是抛出BadImageFormatException.

**建议：如果一个C#程序使用32的位的C代码DLL，则该程序就应该被编译成32的，如果使用了64的C代码DLL则该程序就应该被编译成64位的。如果C#程序没有使用其它本地的DLL则依据所依赖的其它的。NET库DLL决定，当然这时候你通常可以编译成anycpu。**

## Unicode与ANSI

Unicode用4个字节来编码所有的字符，也就是每一个字符在Unicode中对应一个唯一的值。

然而在实际使用中，人们发现常用的字符并不多，所以人们开发出其它表示方式来编码Unicode，从而节约储存空间。我们常用的有UTF-8，Unicode 16，UTF-32。例如一个汉字’中’在UTF -8中为三个字节，而在Unicode 16中为两个字节。

Windows操作系统自从Windows 2000开始其内核就采用的是Unicode16编码。.NET程序也是采用的Unicode16编码。Unicode16编码，并不能表示所有字符，但是能够表示大多数常用的字符，而且在表示非字母时比UTF-8节省空间。我想这也是Windows采用该标准的原因之一吧。

ANSI编码，准确的来说这不是一种编码。因为它的实际编码方式依据系统语言环境而定。例如在简体中文操作系统上ANSI的实际编码方式为:GB2312。而在英文操作系统上ANSI的编码方式为:ASCII。

**注：在.NET程序中，我们常说Unicode编码是指Unicode16 Big Endean编码。**

## 方法调用约定

函数调用约定描述了调用者如何传参数给被调用函数，以及调用完成后谁负责处理栈指针(ESP)。常用的调用约定如下：

Cdecl：调用参数从右至左依次入栈。由调用者完成栈清理。如C库中的printf

Stdcall：调用参数从右至左依次入栈。由函数自身完成栈清理。如Win32中的CreateFile

Fastcall：调用参数中最左边的两个不大于4(32位)或者8(64)的参数采用ECX和EDX传递，其余参数依次入栈。由函数本身完成栈清理。

**注意：在.NET中函数调用约定为Fastcall。在.NET中调用C语言DLL函数时，一定要注意函数调用约定。**

# Platform Invoke 基础

## 执行过程

Platform Invoke也通常简称为PInvoke或者PI。我们中文叫做：跨平台调用。它允许托管代码调用非托管代码。

在编译器编译PInvoke代码的时候，会生成特定的代码并与CLR完成相应的操作，这些细节通常不需要我们关心。

PI调用流程如下图：
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从上图可以看出：托管代码通过PI调用非托管代码。CLR中有一个数据封送处理器，它会完成参数的输入与输出（如果指定了）。有关数据封送器请参见第十三章 进阶 数据封送处理器

## 声明托管类原型

当我们调用非托管函数时函数参数大多数时候只是基本的数据类型如INT,DWORD,BOOL等。但有时候它们可能更复杂，有可能是结构，数组，联合，指针等。

无论是非托管代码中的结构还是联合，在使用之前我们都要在托管代码中进行声明。

示例：

C：

typedef struct \_Dog

{

int age;

wchar\_t name[24];

}Dog;

C#：

[StructLayout(LayoutKind.Sequential, CharSet = CharSet.Unicode, Pack = 8, Size = 52)]

public class Dog

{

[MarshalAs(UnmanagedType.I4)]

public int age = 123;

[MarshalAs(UnmanagedType.ByValTStr, SizeConst = 24)]

public string name = "123".PadRight(24, ' ');

}

在上面的示例中我们在C语言中声明了一个Dog类型，它包含一个int类型的age字段与一个字符串数组可以包含24个wchar\_t字符(双字节字符)。

在对应的C#中我们也声明了一个Dog类（两者的名称可以不一样）。该类也包含一个age字段与一个name字段。下面让我们详细说明声明的各个部分：

StructLayout：用来指明一个类内部字段的分布类型。默认情况下C#编译器会采取最优的方式来分布类中字段。在此处我们使用LayoutKind.Sequential来表示：类中的字段应该按照我们编写的顺序排列，只有这样才能和C代码中的类结构正确对应。

CharSet：用来指明类的字段类型为string、char,char[]数组时，它应该映射到ANSI char还是Unicode wchar\_t。

Pack：结构的对齐位数，默认为8.

Size：该类的字节大小。此处为52。

在public int age=123;的上一行，我们使用了[MarshalAs(UnmanagedType.I4)]标记，表示：该字段与C中的4字节int对应。

在public string name = "123".PadRight(24, ' ');的上一行，我们使用了[MarshalAs(UnmanagedType.ByValTStr, SizeConst = 24)]标记，表示该字段映射到C语言中的字符串数组，数组的长度为24，由于CharSet为Unicode，所以每一个元素类型为wchar\_t。

MarshalAs：用来标记一个类字段的映射类型。

实际上为了简化编程，C#中有许多的默认值，对于以上的声明我们可以简化成以下声明：

[StructLayout(LayoutKind.Sequential, CharSet = CharSet.Unicode)]

public class Dog

{

public int age = 123;

[MarshalAs(UnmanagedType.ByValTStr, SizeConst = 24)]

public string name = "123".PadRight(24, ' ');

}

如上所示，是简化后的类型。

StructLayout：中的Pack,Size均不赋值，在程序运行的时候将由CLR自动确定。

Public int age=123;不用MarshalAs标记，系统自动映射成C中的int。

*有关系统类型的默认映射请参见：附录 托管与非托管的数据类型映射。*

## 声明托管函数原型

在声明使用的类原型后（如果都是基础类型则不需要），接下来就需要声明C#中的函数原型。

示例：

C：

BOOL Ch3\_ModifyDog(Dog \*dog);

C#:

public class Chapter3\_Native

{

const string DLLName = "Native.dll";

[DllImport(DLLName, EntryPoint = "Ch3\_ModifyDog", CallingConvention = CallingConvention.Cdecl, CharSet = CharSet.Unicode, SetLastError = true)]

[return: MarshalAs(UnmanagedType.Bool)]

[HandleProcessCorruptedStateExceptions]

public static extern bool Ch3\_ModifyDog([MarshalAs(UnmanagedType.LPStruct), In, Out] Dog dog);

}

现在让我们来分析以上的声明：

在C#中一切对象皆为类，每一个方法都不能独立存在，必须属于一个类，所以我们必须首先声明一个类，在这里我把它叫做：Chapter3\_Native。

const string DLLNAME=”Native.dll”：在类中声明了一个字符串常量，用来指示DLL名称路径。在下面你将看到会使用该值。

在一个函数上标明DllImport同时指定static extern表示该函数并不是由.NET代码实现的，而是指向一个非托管代码中的某个函数。

DllImport各个属性值说明：

* DLLNAME：表示我们调用的函数所在的DLL名称或者全路径。注意：我通常会使用这种方式进行声明，特别是当函数很多的时候。因为到改变DLL储存路径时，这种方式会更方便。
* EntryPoint：表示C DLL中的函数名称。
* CallingConvention：表示我们调用的API函数调用约定方式（请参见第二部分 基础概念中的 函数调用约定）。AbsInt采用的是cdecl方式。
* CharSet：表示调用函数的字符串环境。
* SetLastError：在函数调用返回之前，由CLR自动调用GetLastError()，并设置到托管环境中，该值可以通过Marshal.GetLastWin32Error()获得。

[return: MarshalAs(UnmanagedType.Bool)]：用来指示函数的返回值信息，MarshalAs(UnmanagedType.Bool)表示C语言中的函数其返回值是int。此时CLR将自动将其值转换成C#中一个字节的bool值。其规则为 false=0,true=!0。

[HandleProcessCorruptedStateExceptions]：表示应用程序可以捕捉C语言中发生的异常如常见的ACCESS\_VALIDATION，如果不指明该属性，则C#中的tray catch不能捕捉异常，程序将直接退出。

[MarshalAs(UnmanagedType.LPStruct), In, Out] Dog dog：声明函数的参数：

* MarshalAs(UnmanagedType.LPStruct)：表示参数dog应该被转换成一个C语言风格的指针。
* In：参数作为输入。
* Out：参数作为输出。

关于参数的输入与输出请参见本章后面的：参数的输入与输出节。

## 调用声明的C#函数

到目前为此，我们学习了如何声明相应的类结构与函数原型（如果你仍有不清楚请不要急，继续向后看，并可以回过来头看本节）。下面让我们使用它：

C#:

public static void Test\_Ch3\_ModifyDog()

{

Dog dog = new Dog();

if (Chapter3\_Native.Ch3\_ModifyDog(dog) == false)

{

throw new Exception("Test\_Ch3\_ModifyDog fail");

}

}

很简单不是吗？就像调用C#编写的函数一样，生成了一个Dog实例，将调用C中的代码进行修改，通过调试观察上述代码是正确的。

## 参数的输入与输出

到目前为此，我们已经学习了基础的使用。下面让我们讨论一下参数的输入与输出细节。

参数的输入只有两种方式：值传递与指针（引用）传递。在C语言中除了数组外的任何类型都可能以通常上述两种方式传递。而在C#中，只有值类型才能使用值传递，引用类型只能使用指针（引用 ）传递。

示例1：

C:

void Ch3\_ModifyDog1(int iValue, double \* dValue, Dog \* pDogValue);

C#:

[DllImport(DLLName, CallingConvention = CallingConvention.Cdecl)]

public static extern void Ch3\_ModifyDog1(int iValue, ref double dValue, Dog dogValue);

示例2：

C:

void Ch3\_ModifyDog2(int iValue, double \* dValue, Dog dogValue);

C#:

[DllImport(DLLName, CallingConvention = CallingConvention.Cdecl)]

public static extern void Ch3\_ModifyDog2(int iValue, ref double dValue, [MarshalAs(UnmanagedType.Struct), In, Out] Dog dogValue);

在上面的两中示例中：

参数int iValue都采用是的值传递。

参数double dValue采用的是指针传递。

示例1中的Dog \*pDogValue采用的是指针传递，而示例2中的采用的是值传递。注意：示例2中比示例中多一个标记[MarshalAs(UnmanagedType.Struct), In, Out]，这表示参数dog将采用值传递，也就是说dog的数据会被自动复制到C函数的栈上。

总结输入与输出的特性：

* 基础数据类型：如果是值传递不用任何标记，如果是指针传递则采用ref关键字（或者out关键字）标记。同时应该注意这种方式只能实现一级指针，如果需要实现多级指针请参考第九章 指针。
* Struct：默认采用指针传递，但是不会接收C语言中修改（有特殊情况）。标记[Out]可以接收C语言中修改。采用MarshalAs(UnmanagedType.LPStruct)声明可以强制为值传递。
* Class：默认采用指针传递，同时会接收C语言中的修改（不用标记[Out]属性）。采用MarshalAs(UnmanagedType.Struct)声明可以强制为值传递。

编程建议：

在C#中总是声明类而不是结构，因为类可以有无参的构造函数，而结构不行。类具有自动接收C语言修改后的数据的特性，而结构需要用[Out]标记。

***注意：当一个结构包含一个结构数组时，被包含的结构必须采用Struct声明。***

## 加载非托管 DLL流程

在CLR能够调用相应的C函数之前，它首先要做就是加载指定的DLL文件。C#应用程序在启动的时候并不会立即加载Platform Invoke所以引用的DLL，而是在第一次使用的时候进行加载。

CLR在加载该DLL的时候采用标准的非托管DLL加载顺序：

1：如果Dll名称为绝对路径，例如以D:开头的，则直接加载相应的文件，如果找不到则失败。

2：如果Dll以相对路径或者名称，例如NativeDlls\Native.dll则根据应用程序当前目录加上相对路径。如应用程序当前目录为D:\MyWork则，DLL的搜索路径为D:\MyWork\NativeDlls\Native.dll。如果找不到则进行下一步。

3: 在进程的应用程序目录查找，如果找不到则进行下一步。

4：根据Dll名称到SystemDirectory目录查找，如果找不到则进行下一步。

5：根据Dll名称到Windows Directory目录查找，如果找不到则进行下一步。

6：在应用程序当前的环境变量path中所指定的路径进行搜索。

7：加载该DLL所依赖的所有的DLL,搜索顺序为3,4,5,6,7。

*注意：在加载某个DLL时，会自动加载其依赖的Dll，其搜索顺序同上。如果在加载某一个DLL时，其依赖的DLL未成功加载，也会报DLL无法正常加载。*

*注意：加载非托管代码的DLL与加载托管代码的DLL行为是有差别的。*

*注意：由于32与64的原因，有可能也无法正常DLL，有关该详情请参考 基础概念 中的32位与64位应用程序。*

关于Windows加载顺序可以参考：<http://msdn.microsoft.com/en-us/library/windows/desktop/ms682586(v=vs.85).aspx>

## 函数查找规则

我们已经知道了如果加载DLL，当加载DLL后，CLR将从其中查找符合的函数名称，并取得它的地址进行调用。

以Windows中的函数CreateFile为例，事实上CreateFile为一个宏定义，当编译条件为Unicode时，它真正编译调用的是CreateFileW函数。而当编译条件为ANSI时，它真正编译调用的是CreateFileA函数。那么CLR该如何调用到正确的C语言中的函数了？

CLR在查找函数名称时，主要受以下几个方面的影响：

* EntryPoint：指明被调用非托管函数名称或者序号，如果没有指定该值，则默认为函数名称与C#代码声明的函数名称一样。
* ExactSpelling：如果为true表示，不根据charset来查找函数，使用声明的函数名称。
* CharSet：控制函数名称重整。如果为Unicode则会查找带W的函数，否则查找带A的函数。

图3-1是函数名称查找的流程图：

![C:\Users\largesky.he\Desktop\Drawing1.jpg](data:image/jpeg;base64,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)

图3-1 函数查找流程

# 基础类型

在前面上节我们学习了，如何声明PInvoke函数原型以及基础的数据类型映射。在接下来的章节中，让我们开始进行基础的应用。

示例：

C:

BOOL Ch4\_ModifyBasic(int iValue,double \*dValue,DWORD \*dwValue);

C#:

[DllImport(DLLNAME, CallingConvention = CallingConvention.Cdecl)]

public static extern bool Ch4\_ModifyBasic(int iValue, ref double dValue, ref uint dwValue);

对于基础类型来说，我们在传递参数时并不需要做太多的事情。因为CLR已经知道一切，并帮助我们完成了这些工作。但是你仍应该清楚的知道：基础数据类型的指针应该采用ref或者out关键字。

而Windows中的DWORD类型实际为unsigned long，为无符号32位整数，在C#中与之对应的就是uint。

有关于基础数据类型的多级指针，请参见第九章指针。

# 字符串

在学习了基础的数据类型传输入后，我们来学习程序中最常使用的字符串。字符串表示一串连续的字符。但是在托管与非托管中有以下两个不同点：

1：在托管程序中，字符串包含其 字符串长度信息。而非托管中不包含长度信息。

2：在托管程序中，字符串始终是Unicode的。而在非托管中它即可以是Unicode的，也可以是ANSI的。

3：C#中String的编码规则总是可以适用于Char。

## 确认被调用函数使用的字符串编码

现在回想一下，你所知道的字符串编码方式。我记的有Unicode16,ASCII，UTF8,UTF32,GB2312,GBK等等。

但是在Windows中，我们最常用的编码方式是ANSI(在简体中文中系统中被映射成GB2312)与Unicode(Unicode16)。

那么如何确定一个函数的字符串编码方式了？

通常来说有一下几种方式：

* 阅读C(C++)函数的声明。
* 对于CreateFile这类函数需要知道编译时的字符串环境，因为它会真正编译成CreateFileW或者CreateFileA。这可能需要阅读相应的文档或者向开发人员求助。
* 如果没有文档，也没有开发人员，则可以阅读汇编代码从而推断其字符串编码方式。

在确定时应该始终记住以下表格：

|  |  |
| --- | --- |
| C语言类型 | 编码类型 |
| char,CHAR | ANSI |
| wchar\_t WCHAR | Unicode |

## C#中映射字符串编码的几种方式

在正确的确定了函数字符串各个参数的编码方式后，就可以编写C#对应函数原型。

在C#中控制字符串编码类型映射的方式有两种：

* 在class或者struct中标记的CharSet值。
* 在函数声明DllImport中标记的 CharSet值。
* 参数声明标记的MarshalAs值。

关于在class或者struct中标记使用CharSet值，将在第七章学习，这里我们主要学习后两种方式。

示例：

C:

int Ch5PrintA(const char \* message,const char \* message1);

C#:

[DllImport(DLLNAME, CallingConvention = CallingConvention.Cdecl, CharSet = CharSet.Ansi)]

public static extern int Ch5PrintA(string message, string message1);

在C语言的函数Ch5PrintA中声明了两个参数，根据上一节的判断方式，我们知道它们都是ANSI编码。

在函数的声明中DllImport中标记CharSet=CharSet.Ansi。标记该值后它将起两个作用：

1：控制函数名称查找（请参见第三章 函数查找规则）。

2：控制函数参数中字符串参数的编码映射规则。

在此是CharSet是Ansi：也就是说在CLR调用C语言的函数时，它将自动在在非托管内存中创建两个缓存，并自动的将message与message1从Unicode转换成Ansi函数，然后调用方法，在方法返回后清理所创建的两个缓存。

示例：

C:

int Ch5PrintW(const wchar\_t \* message,const wchar\_t \* message1);

C#:

[DllImport(DLLNAME, CallingConvention = CallingConvention.Cdecl, CharSet = CharSet.Unicode)]

public static extern int Ch5PrintW(string message, string message1);

仔细观察一下上面的例子，你会以现所有的参数都是使用的Unicode编码，而在C#中，我仅仅是将CharSet标记设置为Unicode。

一切就是这样简单，难道不是吗？在前面的两个示例中，我们稍做修改函数就可以支持ANSI与Unicode两个版本。感谢CLR团队，他们为我们做了很多基础的工作。

如果你足够细心，你会发现上两个示例中函数的参数都是一致的。一致的意思是：它们要么都是ANSI，要么都是Unicode。那么如果一个函数同时带有多种编码方式的参数了，如下：

示例：

C:

int Ch5PrintAW(const char \* message,const wchar\_t \*message1);

C#:

[DllImport(DLLNAME, CallingConvention = CallingConvention.Cdecl)]

public static extern int Ch5PrintAW([MarshalAs(UnmanagedType.LPStr)] string message, [MarshalAs(UnmanagedType.LPWStr)] string message1);

Ch5PrintAW正如函数中AW所表示的那样，它接受ANSI与Unicode参数。这使事情变得复杂。幸好我们可以使用MarshalAs分别标记每一个参数。

MarshalAs：用来标记参数，返回值，类（结构）中的字段成员的数据映射方式。

在此处我们将string message映射成LPStr，也就是C中的ANSI字符串。

而将string message1映射成LPWStr，也就是C中的Unicode字符串。

我们没有在DllImport标记CharSet，因为这并不影响。

在CLR调用C语言方法时，采用以下以规则确定函数参数中字符串的编码映射。

1：如果参数标记有MarshalAs则使用该标记的值进行映射。

2：如果没有标记MarshalAs，则使用DllImport中的CharSet值进行映射。

*建议：为了编程方便，对那些参数类型一致的函数采用DllImport中的CharSet值进行映射控制，而不是在每一个参数中编写。*

## C#中接受C更改后的字符串结果

前面的示例告诉我们如果控制字符串参数的传入，接下来我们将学习如果接受C语言更改后的结果。

示例：

C:

int Ch5Login(const wchar\_t \*name,const wchar\_t \*pwd,wchar\_t \*error);

C#:

[DllImport(DLLNAME, CallingConvention = CallingConvention.Cdecl, CharSet = CharSet.Unicode)]

public static extern int Ch5Login(string name, string pwd, StringBuilder error);

C# 调用：

string name = "123";

string pwd = "123";

StringBuilder error = new StringBuilder(128);

int ret = Chapter5Native.Ch5Login(name, pwd, error);

函数Ch5Login共有三个参数，前两个为只读的参数。而最一个error表示要接收的错误消息，也就是说函数会填充该缓存，以指示相应的错误消息。

在C#中string指向的内容一经生成，变不可被更改。所以不能使用string类型来接受C语言所做修改。而只能使用StringBuilder。在函数调用完成后，你可以简单的调用StringBuilder的ToString()方法从而得到一个string类型的实例。

**注意：[Out]标记对string类型无效，会被CLR自动忽略。StringBuilder默认带有[In]，[Out]属性，所以上面的示例我们没有使用[Out]。**

在这个示例中我并没有编写ANSI版本，读者可以自动编写相应的版本以进行验证。

## 单个字符串的使用char

对于单个字符来说，它即有基础数据类型的特性，又有string类型的特性。

示例：

C:

BOOL Ch5ModifyChar(wchar\_t \*chr);

C#：

[DllImport(DLLNAME, CallingConvention = CallingConvention.Cdecl, CharSet = CharSet.Unicode)]

public static extern bool Ch5ModifyChar(ref char chr);

C#调用：

char c = 'B';

bool ret = Chapter5Native.Ch5ModifyChar(ref c);

采用ref关键字，将使用CLR传递c变量在线程栈上的地址（使用ref时不用[Out]）。C函数修改完成后，返回将可以看到c变量的内容已经被修改成了’A’。

CharSet.Unicode表示char chr将被转换成Unicode，而不是Ansi。

## String指向的内容真的不可变吗

我们在上一节中学到，要接受更改时需要使用StringBuilder是因为它是可以更改的，而string是不可以更改的。

那么string指向的内容真的不可以更改吗？答案是不可以更改，也可以更改。

对于C#语言来说，你没有方法去更改，但是对于C语言来说是可以更改的。

示例：

C:

BOOL Ch5ModifyString(wchar\_t \*str,int size);

C#:

[DllImport(DLLNAME, CallingConvention = CallingConvention.Cdecl, CharSet = CharSet.Unicode)]

public static extern bool Ch5ModifyString(string str, int size);

C#调用：

string str1 = "Helloworld";

string str2 = "Helloworld";

bool ret = Chapter5Native.Ch5ModifyString(str1, str1.Length);

如上所示C方法Ch5ModifyString接受一个字符串指针与指示它的长度（在函数内部我将所有的字符串填充为’A’）。

在C#中我们指出函数的参数为Unicode。对于string str我们没有做任何标记，因为我们已经说过标记[In][Out]对于string类型是无效的。

如果你对上一节中的内容使用StringBuilder来接受C语言的更改已经根深蒂固的话，那么你会觉得结果是不科学的。

在C#中调用方法Chapter5Native.Ch5ModifyString(str1, str1.Length);后，你可以观察到str1与str2指向的内容都变成了: "AAAAAAAAAA"。下面我来解释你的疑惑：

1：string类型不是不可以接受更改吗？

CLR为了优化调用C语言方法的效率，在传递参数时会采取一定的优化。其中之一就是当C语言中的参数是wchar\_t \*时，也就是Unicode是时，CLR会直接传递string在托管内存中的地址到C语言代码中。函数调用完成后，将不做任何处理。C语言中的代码拿到了地址，这对于C语言来说几乎什么都可以干了。在这里它将所有的内容修改成了’A’。

2：为什么修改了str1，str2的内容也跟着变了？

在CLR对于string有一个优化，也就是：所有字符串内容相应的string实例，都指向的是同一个地址。也就是str1和str2由于内容相同，他们指向的是同一个地址，当修改其中一个的时候，也就修改了另一个。

在本节所讲的东西，只是一个“小聪明“，大多数时候是不适用的，你应该总是使用StringBuiler来接受C语言的更改。

# 数组

在非托管与非托管中，数组都表示一块连续的内存区域。数组的起始地址实际上也就是首元素的地址。

**在数据使用的时候，如果要接受C代码的更改，需要加上标记[Out]。**

**在调用有数组作为参数的函数时，数组一定要合理的初始化。**

## 基础类型数组

对于基础数据类型的数组而言，其使用十分简单。

示例：

C:

BOOL Ch6ModifyArrayInt(int values[5]);

C#:

[DllImport(DLLNAME, CallingConvention = CallingConvention.Cdecl)]

public static extern bool Ch6ModifyArrayInt([In, Out]int[] values);

C#调用：

var values = new int[5];

for (int i = 0; i < values.Length; i++)

{

values[i] = 123;

}

bool ret = Chapter6Native.Ch6ModifyArrayInt(values);

在上面的示例中，我们编写一个C修改int数组的代码。参数int[] values使用[In,Out]属性标记，表示参数需要传入，并且修改后的结果需要传回到C#中。

在调用的时候生成一了个int型数组，里面包含5个int元素。你可以根据该示例将扩展到byte,long,double,float等其它基础数据类型。

## 字符数组

事实上在C语言中，当我们讨论字符数组的时候，我们就是在讨论字符串，字符指针，内存块等一列的东西。但是在C#中，字符数组char[]与字符串(string)是完成不同的两个东西，虽然它们具有很多相似的地方，例如：内存布局，都是在某一个地方连续的储存数据。

示例：

C:

BOOL Ch6ModifyArrayChar(char values[5]);

C#:

[DllImport(DLLNAME, CallingConvention = CallingConvention.Cdecl, CharSet = CharSet.Ansi)]

public static extern bool Ch6ModifyArrayChar([In, Out] char[] values);

C#调用：

var values = new char[5];

for (int i = 0; i < values.Length; i++)

{

values[i] = 'B';

}

bool ret = Chapter6Native.Ch6ModifyArrayChar(values);

在上面的示例中，我们创建一个包含5个char的数组，并全部初始化成了’B’，然后调用Ch6ModifyArrayChar方法，该方法会将所有字符修改成为’A’。

属性标记中的Out表示，当调用C函数后，需要接受更改后的值。

## char[]与byte[]的陷阱

我见过一段类似下面的代码，

C:

Int \_\_stdcall GetDeviceData(char buf[1024]);。

C#:

[DllImport(“xxx.dll”,CharSet=CharSet.Ansi)]

int GetDeviceData([In,Out]char[] buf);.

C#调用:

Char[] buf=new char[1024];

Int ret=Native.GetDeviceData(buf);

Byte[] buf1= System.Text.Encoding.Unicode.GetBytes(buf);

//处理后续buf1

在上面的代码中，函数调用返回值是正确的，buf里面也包含有东西。但是处理buf1的时候他告诉我，数据不正确。长度比预期的长了1倍。数据由间隔的00组成。

在上面的代码中，一共有两个缺陷：

1：函数声明，这个没有全错。但不是最佳的方式。因为后来通过阅读文档知道，函数事实上需要的是一块仅是一块内存。但是由于C中没有byte类型，很多不规范的API都采用char\*或者 char[]。这使得该编程人员采用char[]作为参数。

2：System.Text.Encoding.Unicode.GetBytes(buf);是绝对不正确的。为什么了？由于函数返回的事实上0x00到0xFF之间的数据。但是由于CLR的作用，将每一个char(byte)被转换成了2个字节的unicode char。Unicode.GetBytes的时候数据。错误就这样发生了。

C语言中的指针是如此的强大与灵活以至于它们通常也是Bug的根源。如果一个函数需要仅仅是一块内存，那么它们绝对不应该使用char\*或者char []，而应该使用void \*。当调用C函数的编程人员看到void \*时，立即应该知道它应该对应的是byte[]，而不是char[]。而当看到char\*或者char[]则应该多长个心眼，搞清楚再做。

经过修改后代码：

C:

Int \_\_stdcall GetDeviceData(void \* buf, int size);。

C#:

[DllImport(“xxx.dll”,CharSet=CharSet.Ansi)]

int GetDeviceData([In,Out]byte[] buf);.

C#调用:

byte[] buf=new byte[1024];

Int ret=Native.GetDeviceData(buf,buf.Length);

//处理后续buf

## 结构数组

结构数组与基础类型的数组并没有太大的不同。

示例：

C:

typedef struct \_Ch6Dog

{

int age;

wchar\_t name[20];

}Ch6Dog;

BOOL Ch6ModifyArrayCh6Dog(Ch6Dog values[5]);

C#:

[StructLayout(LayoutKind.Sequential, CharSet = CharSet.Unicode)]

public struct Ch6Dog

{

public int age;

[MarshalAs(UnmanagedType.ByValTStr, SizeConst = 20)]

public string name;

}

[DllImport(DLLNAME, CallingConvention = CallingConvention.Cdecl)]

public static extern bool Ch6ModifyArrayCh6Dog([In, Out]Ch6Dog[] values);

C#调用：

var values = new Ch6Dog[5];

for (int i = 0; i < values.Length; i++)

{

values[i] = new Ch6Dog

{

age = 123,

name = "狗".PadRight(20, (char)0)

};

}

bool ret = Chapter6Native.Ch6ModifyArrayCh6Dog(values);

在上面的示例中，在C#中声明了Ch6Dog与C中的struct \_Ch6Dog 对应。C#中函数声明了一个参数Ch6Dog[] values来表示数组，采用[In,Out]标记，说明需要接受C函数的修改的结果(可以试试去掉Out观察调用后值是否更改)。当然在调用之前初始化了相应的数据。

关于结构的用法，我们将在第七章学习。

# Class与Struct

## 选择Class或Struct

如果你了解PInvoke，那么你一定知道：网上对使用class还是struct来声明C语言中对应的结构一直存在争议。

首先来说，class能用的地方struct都能用。Struct能用的地方class不一定能用。但是我还是推荐你使用class来声明与C中对应的结构。因为它有以几个方便的地方：

* 传递参数时，默认采用指针传递，可以提高性能。而结构默认是按值传递(标记ref或者out)可以按地址传递)。
* 可以包含无参构造函数，也可以编写字段初始化代码。而这些在结构中是不允许的。而且我们总是需要初始化相关的字段，为其他们分配内存。这一点所带来的方便，是让你值得使用class的。

当然在某些情况下你可能不得不使用struct：

* 当函数中的参数是结构数组时，如：void foo(Dog dog[5]);。此时使用class声明CLR不能正确的自动映射。
* 参数传递时采用的是值传递时，则只能使用结构，因为类不能映射成按值传递。
* 当一个结构中的字段成员是结构数组时，被包含的结构在C#中应当被声明成struct。如下面所示，则\_InStruct在C#中就必须声明为struct

Struct \_InStruct

{

Int age;

Wchar\_t name[20];

}

Struct \_MyStruct

{

Int cout;

\_InStruct InData[5];

}

## 使用基础数据 Int Double作为成员变量

首先我们使用基础数据类型作为成员变量，来看一个实例。

C:

typedef struct \_Ch7Basic

{

int iValue;

double dValue;

BOOL bWinValue;

bool bValue;

}Ch7Basic;

BOOL Ch7ModifyCh7Basic(Ch7Basic \*value);

C#:

[StructLayout(LayoutKind.Sequential, CharSet = CharSet.Unicode)]

public class Ch7Basic

{

public int iValue = 123;

public double dValue = 123.123;

[MarshalAs(UnmanagedType.Bool)]

public bool bWinValue = false;

[MarshalAs(UnmanagedType.I1)]

public bool bValue = false;

}

[DllImport(DLLNAME, CallingConvention = CallingConvention.Cdecl)]

public static extern bool Ch7ModifyCh7Basic(Ch7Basic value);

结构Ch7Basic十分简单，它几个基本的数据字段，我们在C#中声明的时候与之一一对应。但我还是要注意以下几点：

* Win32中的BOOL是4个字节，而C#中的bool是一个字节，所以需要使用[MarshalAs(UnmanagedType.Bool)]来标记。
* C++中的bool与C#中的bool类型一样都是一个字节，所以需要使用[MarshalAs(UnmanagedType.I1)]来标记。

## 使用Char字符作为成员变量

当使用字符时，情况就变得有点复杂。因为字符在非托管代码中有两中表现方式：char与wchar\_t。

在使用char时，又有几种情况：一种是全部为char或者全部为wchar\_t，另一种是包含两种的。

示例：

C:

typedef struct \_Ch7CharA

{

char acValue1;

char acValue2;

}Ch7CharA;

BOOL Ch7ModifyCh7CharA(Ch7CharA \*value);

C#:

[StructLayout(LayoutKind.Sequential, CharSet = CharSet.Ansi)]

public class Ch7CharA

{

public char acValue1 = 'B';

public char acValue2 = 'B';

}

[DllImport(DLLNAME, CallingConvention = CallingConvention.Cdecl)]

public static extern bool Ch7ModifyCh7CharA(Ch7CharA value);

C#调用：

var value = new Ch7CharA();

bool ret = Ch7Native.Ch7ModifyCh7CharA(value);

在上面的示例中，我们遇到的是第一种情况，所有的字符都是ansi的（我希望你能够将此种情况自动应用到Unicode char）。在类的StructLayout中有一个属性CharSet我们标记为Ansi表示该结构所有与字符，字符串相关的变量都应该被映射成char或者char\*。

示例：

C:

typedef struct \_Ch7CharAW

{

wchar\_t wcValue;

char acValue;

}Ch7CharAW;

BOOL Ch7ModifyCh7CharAW(Ch7CharAW \*value);

C#:

[StructLayout(LayoutKind.Sequential)]

public class Ch7CharAW

{

[MarshalAs(UnmanagedType.U2)]

public char wcValue = '你';

[MarshalAs(UnmanagedType.U1)]

public char acValue = 'B';

}

[DllImport(DLLNAME, CallingConvention = CallingConvention.Cdecl)]

public static extern bool Ch7ModifyCh7CharAW(Ch7CharAW value);

C#调用:

var value = new Ch7CharAW();

bool ret = Ch7Native.Ch7ModifyCh7CharAW(value);

在结构Ch7StringAW中结构稍微变得有点复杂，它包含一个ansi char与unicode wchar\_t。此时我们不能在类的StructLayout上标记CharSet来解决问题，因为这个标记是针对整个类的。

事实上在C中wchar\_t可以表示为2个字节的无符号整数unsigned ushort，而char则是1个字节的无符号整数。

所以：我们在wcValue字段上使用[MarshalAs(UnmanagedType.U2)]来表示该字段应该被映射成成C中的2字节无符号整数。而acValue字段上使用[MarshalAs(UnmanagedType.U1)]表示该字段应该被映射成C中的1个字节无符号整数。

幸运的是这一切CLR都是支持的。

## 使用字符数组

在类中的字符串数组变得有一点复杂，当然也分两种情况：一种情况是所有的字符编码格式相同，另一个包含混合编码格式。

示例：

C:

typedef struct \_Ch7StringA

{

char asValue1[20];

char asValue2[20];

}Ch7StringA;

BOOL Ch7ModifyCh7StringA(Ch7StringA \*value);

C#:

[StructLayout(LayoutKind.Sequential, CharSet = CharSet.Ansi)]

public class Ch7StringA

{

[MarshalAs(UnmanagedType.ByValTStr, SizeConst = 20)]

public string asValue1 = "BBBB".PadRight(20, (char)0);

[MarshalAs(UnmanagedType.ByValTStr, SizeConst = 20)]

public string asValue2 = "BBBB".PadRight(20, (char)0);

}

[DllImport(DLLNAME, CallingConvention = CallingConvention.Cdecl)]

public static extern bool Ch7ModifyCh7StringA(Ch7StringA value);

C#调用：

var value = new Ch7StringA();

bool ret = Ch7Native.Ch7ModifyCh7StringA(value);

在上面的示例中，我们仍然以类中只包含一种编码类型这种简单的方式来开始讲解。

类Ch7StringA中包含两个均为ansi char数组的字段asValue1与asValue2，并且长度均为20。

标记[MarshalAs(UnmanagedType.ByValTStr, SizeConst = 20)]:

* ByValTStr表示相应的字段应该被映射成：结构中内嵌的字符数组。
* SizeConst表示数组的长度为20。
* StructLayout中的CharSet=CharSet.Ansi表示凡是使用上述标记中的每一个字段中的数组元素增均为Ansi。

一切就这样简单，如果一个结构中所有的字符串数组的编码方式都一样，那么按照上面的试，一切就可以运行了。

当一个结构中同时包含多种编码方式时，由于CLR的一些规则，事情就变得有点复杂。

示例：

C:

typedef struct \_Ch7StringAW

{

wchar\_t wsValue[20];

char asValue[20];

}Ch7StringAW;

BOOL Ch7ModifyCh7StringAW(Ch7StringAW \*value);

C#:

[StructLayout(LayoutKind.Sequential, CharSet = CharSet.Unicode)]

public struct Ch7StringAW

{

[MarshalAs(UnmanagedType.ByValArray, ArraySubType = UnmanagedType.U2, SizeConst = 20)]

public char[] wsValue;

[MarshalAs(UnmanagedType.ByValArray, ArraySubType = UnmanagedType.U1, SizeConst = 20)]

public char[] asValue;

}

[DllImport(DLLNAME, CallingConvention = CallingConvention.Cdecl)]

public static extern bool Ch7ModifyCh7StringAW(ref Ch7StringAW value);

C#调用：

var value = new Ch7StringAW

{

asValue = "BBBB".PadRight(20, (char)0).ToArray(),

wsValue = "你你你你".PadRight(20, (char)0).ToArray(),

};

bool ret = Ch7Native.Ch7ModifyCh7StringAW(ref value);

在结构中Ch7StringAW中同时一个为Ansi字符编码的asValue与一个为Unicode编码的wsValue。而在C#中我们采用的是char[]来做映射的原型。

那么此处为什么不能使用string了？

原因：string只能映射成指针或者字符串数组。并且其对应的编码方式只受StructLayout中的CharSet控制。

所以：当一个类中同时包含两种编码方式时，如果我们使用string并声明为字符串数组，它么只能被映射成ansi或者unicode。很显然如果我们将StructLayout中的 CharSet标记为Unicode那么字段asValue将映射出错，而将StructLayout中的CharSet标记为Ansi那么字段wsValue将映射出错。所以我们只能使用char[]来完成该项工作。

事实上采用char[]看上去才是最正统的方式，但是string往往更给我们带来更多的便利。所以在能用string的情况下，我们通常使用string。

任何数组在映射成结构中的内嵌数组时，均使用UnmanagedType.ByValArray,作为标记，同时使用ArraySubType来声明每一个数组元素的类型，而SizeConst指明了整个数组中的元素个数。

在此处，对于ansi 而言，其每个元素类型为1字节的无符号数:U1。而对于unicode而言其每个元素类型为2字节的无符号数:U2。

SizeConst=20说明每一个数组中的元素个数均为20个。

**建议：通常在一个结构或者类中要么都使用ANSI字符串，或者Unicode字符串。**

## 使用字符指针

在结构中使用字符指针时，远比使用字符数组简单，因为CLR支持对指针的多种传递方式。

示例：

C:

typedef struct \_Ch7StringPtr

{

wchar\_t \* pwsValue;

char \* pasValue;

}Ch7StringPtr;

BOOL Ch7ModifyCh7StringPtr(Ch7StringPtr \*value);

C#:

[StructLayout(LayoutKind.Sequential)]

public class Ch7StringPtr

{

[MarshalAs(UnmanagedType.LPWStr)]

public string pwsName;

[MarshalAs(UnmanagedType.LPStr)]

public string pasName;

}

[DllImport(DLLNAME, CallingConvention = CallingConvention.Cdecl)]

public static extern bool Ch7ModifyCh7StringPtr([In, Out]Ch7StringPtr value);

C#调用：

var value = new Ch7StringPtr();

bool ret = Ch7Native.Ch7ModifyCh7StringPtr(value);

对于结构Ch7StringPtr来说，它包含一个指针Unicode字符串的指针pwsValue的指针与一个Ansi字符串的指针。

在C#中我们采用string来对应两个变量，但是需要注意的是pwsValue被标记成LPWStr：表示该成员被映射成Unicode指针也就是wchar\_t\*，而pasValue被标记成LPStr：表示该成员被映射成Ansi指针也就是char\*。

无论是char还是string总是需要被标记相应的映射类型以便正确映射。

## 使用内嵌结构

在结构中使用结构是一种常见的形式。在这种情况下结构所有的内容都做为另一个为另一个类的一部分。

示例：

C:

typedef struct \_Ch7Struct

{

Ch7StringAW ch7StringAW;

}Ch7Struct;

BOOL Ch7ModifyCh7Struct(Ch7Struct \*value);

C#:

[StructLayout(LayoutKind.Sequential)]

public class Ch7Struct

{

[MarshalAs(UnmanagedType.Struct)]

public Ch7StringAW ch7StringAW;

public Ch7Struct()

{

this.ch7StringAW = new Ch7StringAW

{

asValue = "我和你".PadRight(20, (char)0).ToArray(),

wsValue = "我和你".PadRight(20, (char)0).ToArray(),

};

}

}

[DllImport(DLLNAME, CallingConvention = CallingConvention.Cdecl)]

public static extern bool Ch7ModifyCh7Struct([In, Out]Ch7Struct value);

C#调用：

var value = new Ch7Struct();

bool ret = Ch7Native.Ch7ModifyCh7Struct(value);

在示例中Ch7Struct包含一个结构体成员ch7StringAW(该类在前面章节中的 使用字符数组中声明)。如果你在前面章节足够仔细，你会发现只有Ch7StringAW是被声明成Struct的，而其它的都是class。这也是我们在本章开头所提到的那样：如果一个结构被包含在另一个结构中或者该结构的数组形式被包含在另一个结构中，则建议将该结构声明成struct，而不是class。

在字段ch7StringAW的声明中标记得有[MarshalAs(UnmanagedType.Struct)]，表示该成员被映射成内嵌的结构，事实上这也是struct类型的默认方式。可以不用标记。

在类Ch7Struct构造函数中，我们初始化的内部成员ch7StringAW。因为Ch7StringAW声明结构，我们不能声明不带参数的构造函数，这使得我们必须在外部初始化。

## 使用内嵌结构数组

如果你还记得前面所学习的如何使用字符串数组作为结构成员变量，那么你一定不会对内嵌数组陌生。事实上字符串数组也是一种类型的数组，但有点特殊，因为系统允许我们使用string类型来做映射，从而简化编程。在本节中，我们将学习如何使用基础数据类型作为结构中的内嵌数组。

示例：

C:

typedef struct \_Ch7StructArray

{

Ch7StringAW ch7StringAWArray[4];

int iArray[4];

}Ch7StructArray;

BOOL Ch7ModifyCh7StructArray(Ch7StructArray \*value);

C#:

[StructLayout(LayoutKind.Sequential)]

public class Ch7StructArray

{

[MarshalAs(UnmanagedType.ByValArray, ArraySubType = UnmanagedType.Struct, SizeConst = 4)]

public Ch7StringAW[] ch7StringAWArray;

[MarshalAs(UnmanagedType.ByValArray, ArraySubType = UnmanagedType.I4, SizeConst = 4)]

public int[] iArray;

public Ch7StructArray()

{

this.ch7StringAWArray = new Ch7StringAW[4];

for (int i = 0; i < this.ch7StringAWArray.Length; i++)

{

this.ch7StringAWArray[i] = new Ch7StringAW

{

asValue = "BBBB".PadRight(20, (char)0).ToArray(),

wsValue = "你你你你".PadRight(20, (char)0).ToArray(),

};

}

this.iArray = new int[] { 123, 123, 123, 123 };

}

}

[DllImport(DLLNAME, CallingConvention = CallingConvention.Cdecl)]

public static extern bool Ch7ModifyCh7StructArray([In, Out]Ch7StructArray value);

C#调用：

var value = new Ch7StructArray();

bool ret = Ch7Native.Ch7ModifyCh7StructArray(value);

在结构Ch7StructArray中我们声明了两个数组字段分别为ch7StringAWArray与iArray。在使用字符数组时我们学习过，标记数组的方式ByValArray。

对于ch7StringAWArray来说其ArraySubType为Struct，对于iArray来说其ArraySubType为I4(4字节有符号整数)。

SizeConst都为4。

这里我再提醒一句：对于内嵌的结构与内嵌的结构数组，被内嵌的类型应当声明成struct（如这里的Ch7StringAW一样），以避免不能正确映射。

## 使用指针

在字符指针中我们可以使用LPWStr也可以使用LPStr来完成映射工作，但是对于其它类型的结构没有那么幸运CLR不支持自动将其映射成指针形式。也就是说我们需要做更多的工作。

示例：

C:

typedef struct \_Ch7Pointer

{

Ch7StringAW \*pch7StringAWPtr;

int \*iValuePtr;

}Ch7Pointer;

BOOL Ch7ModifyCh7Pointer(Ch7Pointer \*value);

C#:

[StructLayout(LayoutKind.Sequential)]

public class Ch7Pointer

{

public IntPtr ch7StringAWPtr = IntPtr.Zero;

public IntPtr iValuePtr = IntPtr.Zero;

}

[DllImport(DLLNAME, CallingConvention = CallingConvention.Cdecl)]

public static extern bool Ch7ModifyCh7Pointer([In, Out]Ch7Pointer value);

C#调用：

//create objects to use

var value = new Ch7Pointer();

var ch7StringAW = new Ch7StringAW

{

asValue = "BBBB".ToArray(),

wsValue = "你你你你".ToArray(),

};

int iValue = 123;

//alloc memory from process heap

value.ch7StringAWPtr = Marshal.AllocHGlobal(Marshal.SizeOf(ch7StringAW));

value.iValuePtr = Marshal.AllocHGlobal(Marshal.SizeOf(iValue));

//copy managed object memory to native heap

Marshal.StructureToPtr(ch7StringAW, value.ch7StringAWPtr, false);

Marshal.StructureToPtr(iValue, value.iValuePtr, false);

//call method

if (Ch7Native.Ch7ModifyCh7Pointer(value))

{

//copy native heap to managed object memory

ch7StringAW = (Ch7StringAW)Marshal.PtrToStructure(value.ch7StringAWPtr, typeof(Ch7StringAW));

iValue = (int)Marshal.PtrToStructure(value.iValuePtr, typeof(int));

}

//do not forgot free native heap memory

Marshal.FreeHGlobal(value.ch7StringAWPtr);

Marshal.FreeHGlobal(value.iValuePtr);

value.ch7StringAWPtr = IntPtr.Zero;

value.iValuePtr = IntPtr.Zero;

由于CLR不具备自动映射指针的功能（也许将来会增加），所以我们必须声明IntPtr原型与C中的指针对应。

声明是十分简单的，但是使用的时候有些复杂，但总是来说包括以下几个步骤：

1：创建C#对象，并复制。

2：使用Marshal类的方法或者其它自定义的类（如调用C中的malloc）从非托管内存中分配相应长度的内存。

3：使用Marshal方法将第一步创建的对象复制到第二步的分配的内存中。

4：调用相应的方法。

5：检查函数返回值，并根据需要将非托管内存中被修改后的数据复制回创建的C#对象中。

6：释放第二步在非托管内存中分配的内存，并清空相应指针。

## 使用指针数组

使用指针数组的基础步骤与使用单个指针基本一致。唯一不同的是在内存分配的时候需要操作多次，当然也可以一次分配完成。前者会分配多块内存，这些内存可能不连续在一起，这种方式性能较低，单兼容性好。后者分配一块连续的内存，性能较好，但兼容性差一些。当然这些都取决于实际的情况。

示例：

C:

typedef struct \_Ch7PointerArray

{

Ch7StringAW \*pch7StringAWPtrArray[4];

int \*iValuePtrArray[4];

}Ch7PointerArray;

BOOL Ch7ModifyCh7PointerArray(Ch7PointerArray \*value);

C#:

[StructLayout(LayoutKind.Sequential)]

public class Ch7PointerArray

{

[MarshalAs(UnmanagedType.ByValArray, SizeConst = 4)]

public IntPtr[] pchStringAWPtrArray = new IntPtr[4];

[MarshalAs(UnmanagedType.ByValArray, SizeConst = 4)]

public IntPtr[] iValuePtrArray = new IntPtr[4];

}

[DllImport(DLLNAME, CallingConvention = CallingConvention.Cdecl)]

public static extern bool Ch7ModifyCh7PointerArray(Ch7PointerArray value);

C#调用：

//create objects to use

var value = new Ch7PointerArray();

int[] iValues = new int[] { 123, 123, 123, 123 };

Ch7StringAW[] ch7StringAWs = new Ch7StringAW[4];

for (int i = 0; i < ch7StringAWs.Length; i++)

{

ch7StringAWs[i] = new Ch7StringAW

{

asValue = "BBBB".ToArray(),

wsValue = "你你你你".ToArray(),

};

}

//alloc memory from process heap

for (int i = 0; i < 4; i++)

{

value.iValuePtrArray[i] = Marshal.AllocHGlobal(sizeof(int));

value.pchStringAWPtrArray[i] = Marshal.AllocHGlobal(Marshal.SizeOf(typeof(Ch7StringAW)));

}

//copy managed object memory to native heap

for (int i = 0; i < 4; i++)

{

Marshal.StructureToPtr(iValues[i], value.iValuePtrArray[i], false);

Marshal.StructureToPtr(ch7StringAWs[i], value.pchStringAWPtrArray[i], false);

}

if (Ch7Native.Ch7ModifyCh7PointerArray(value))

{

for (int i = 0; i < 4; i++)

{

ch7StringAWs[i] = (Ch7StringAW)Marshal.PtrToStructure(value.pchStringAWPtrArray[i], typeof(Ch7StringAW));

iValues[i] = (int)Marshal.PtrToStructure(value.iValuePtrArray[i], typeof(int));

}

}

for (int i = 0; i < 4; i++)

{

Marshal.FreeHGlobal(value.iValuePtrArray[i]);

Marshal.FreeHGlobal(value.pchStringAWPtrArray[i]);

value.iValuePtrArray[i] = IntPtr.Zero;

value.pchStringAWPtrArray[i] = IntPtr.Zero;

}

}

示例中的结构Ch7StructPtrArray包含两个指针数组。在C#中声明了与之对应的IntPtr[]数组来与之对应。数组中的每一个元素都是IntPtr类型。C#中的类默认已经为每一个数组分配好4个元素长度。

C#调用2：

//create objects to use

var value = new Ch7PointerArray();

int[] iValues = new int[] { 123, 123, 123, 123 };

Ch7StringAW[] ch7StringAWs = new Ch7StringAW[4];

for (int i = 0; i < ch7StringAWs.Length; i++)

{

ch7StringAWs[i] = new Ch7StringAW

{

asValue = "BBBB".ToArray(),

wsValue = "你你你你".ToArray(),

};

}

//alloc block memory from process heap

IntPtr ptrIValues = Marshal.AllocHGlobal(4 \* 4);

IntPtr ptrCh7StringAW = Marshal.AllocHGlobal(4 \* Marshal.SizeOf(typeof(Ch7StringAW)));

//cal each object address

for (int i = 0; i < 4; i++)

{

value.iValuePtrArray[i] = ptrIValues + i \* 4;

value.pchStringAWPtrArray[i] = ptrCh7StringAW + i \* Marshal.SizeOf(typeof(Ch7StringAW));

}

//copy managed object memory to native heap

for (int i = 0; i < 4; i++)

{

Marshal.StructureToPtr(iValues[i], value.iValuePtrArray[i], false);

Marshal.StructureToPtr(ch7StringAWs[i], value.pchStringAWPtrArray[i], false);

}

if (Ch7Native.Ch7ModifyCh7PointerArray(value))

{

for (int i = 0; i < 4; i++)

{

ch7StringAWs[i] = (Ch7StringAW)Marshal.PtrToStructure(value.pchStringAWPtrArray[i], typeof(Ch7StringAW));

iValues[i] = (int)Marshal.PtrToStructure(value.iValuePtrArray[i], typeof(int));

}

}

Marshal.FreeHGlobal(ptrIValues);

Marshal.FreeHGlobal(ptrCh7StringAW);

for (int i = 0; i < 4; i++)

{

value.iValuePtrArray[i] = IntPtr.Zero;

value.pchStringAWPtrArray[i] = IntPtr.Zero;

}

ptrCh7StringAW = IntPtr.Zero;

ptrCh7StringAW = IntPtr.Zero;

在第二种调用方式中，我们调用Marshal.AllocHGlobal(4 \* 4)一次性分配内存。这表示一个4个元素，每一个元素int 4个字节。

这两种方式各有其好处，但我还是推荐你使用第一种方式。虽然它性能较低，但对于现在计算机来说大多数时候可以忽略，但是它更清晰、易懂。特别是如果C代码有错，造成访问越界的错误更容易被发现。

# 联合Union

联合这种数据类型，我个人认为是C语言中十分失败的数据类型，虽然很多时候它能发挥作用，并简化编程。

联合在内存中各个成员变量共享一块内存，按照给定方式排列，对齐。

## 基础数据类型联合

对于基础数据类型来说，联合并没有什么神秘的地方，我们只需要像平时编程一样。

示例：

C:

typedef enum \_Ch8DataType

{

INT\_TYPE,

DOUBLE\_TYPE,

CH8SAMPLE\_TYPE

}Ch8DataType;

typedef union \_Ch8Sample

{

int iValue;

double dValue;

}Ch8Sample;

BOOL Ch8ModifyCh8Sample(Ch8Sample \*value, Ch8DataType ch8DataType);

C#:

public enum Ch8DataType : int

{

INT,

DOUBLE,

CH8STRUCT,

}

[StructLayout(LayoutKind.Explicit)]

public class Ch8Sample

{

[FieldOffset(0)]

public int iValue = 123;

[FieldOffset(0)]

public double dValue = 123.123;

}

[DllImport(DLLNAME, CallingConvention = CallingConvention.Cdecl)]

public static extern bool Ch8ModifyCh8Sample([In, Out]Ch8Sample value, Ch8DataType ch8DataType);

C#调用：

bool ret = false;

var value = new Ch8Sample();

value.iValue = 123;

ret = Ch8Native.Ch8ModifyCh8Sample(value, Ch8DataType.INT);

value.dValue = 123.123;

ret = Ch8Native.Ch8ModifyCh8Sample(value, Ch8DataType.DOUBLE);

在上面的示例代码中，我们首先声明了一个数据类型的枚举Ch8DataType，该类型在后的示例中都将使用。请注意这点。

联合Ch8Sample顾名思义，是较为简单的类型，它内部只包含有基础类型，一个Int数据和一个double数据。

在声明联合对应的结构时，一定要注意使用:

[StructLayout(LayoutKind.Explicit)]该标记表示：类或者结构中的字段成员将按照特定的序列与起始地址排列。元素的起始地址由标记FieldOffset决定，在Ch8Sample中，由于只有两个，所以其地址我们与C代码对应从0开始。其内存结构如下图：

## 非基础数据类型联合

首先我们需要清楚什么是非基础数据类型？在这里我指的是那些除去int,byte,double,float,int64,char等基础类型。由于一些特殊原因（本书不会深入解释）CLR不能将非基础数据类型与基础数据类型排址在相同的偏移地址。这就给我们带了相应的麻烦。

示例：

C:

typedef union \_Ch8Complex

{

int IValue;

Ch8Sample ch8SampleValue;

}Ch8Complex;

BOOL Ch8ModifyCh8Complex(Ch8Complex \*value, Ch8DataType ch8DataType);

C#:

[StructLayout(LayoutKind.Sequential)]

public class Ch8ComplexCh8Sample

{

[MarshalAs(UnmanagedType.Struct)]

public Ch8Sample ch8SampleValue = new Ch8Sample();

}

[StructLayout(LayoutKind.Sequential)]

public class Ch8ComplexINT

{

public int iValue = 123;

}

[DllImport(DLLNAME, EntryPoint = "Ch8ModifyCh8Complex", CallingConvention = CallingConvention.Cdecl)]

public static extern bool Ch8ModifyCh8ComplexCh8Sample([In, Out]Ch8ComplexCh8Sample value, Ch8DataType ch8DataType);

[DllImport(DLLNAME, EntryPoint = "Ch8ModifyCh8Complex", CallingConvention = CallingConvention.Cdecl)]

public static extern bool Ch8ModifyCh8ComplexINT([In, Out]Ch8ComplexINT value, Ch8DataType ch8DataType);

C#调用：

bool ret = false;

var value = new Ch8ComplexCh8Sample();

value.ch8SampleValue.dValue = 123.123;

ret = Ch8Native.Ch8ModifyCh8ComplexCh8Sample(value, Ch8DataType.CH8STRUCT);

bool ret = false;

var value = new Ch8ComplexINT();

value.iValue = 123;

ret = Ch8Native.Ch8ModifyCh8ComplexINT(value, Ch8DataType.INT);

在上面的示例中Ch8Complex包含一个int与一个Ch8Sample字段，并都在起始地址0处。在C语言中，这没有任何问题，编译器知道如何生成正确的代码并访问，操纵它们。但是在C#中的就不一样，这一点前面已经讲过：CLR不能将非基础数据类型与基础数据类型排址在相同的偏移地址。

所以我们将联合所有可能用到情况分开来，这是一个笨方法不是嘛？答案：是的，但这是我所知道唯一的方法。（如果你发现的更简单的方法，请告诉我）。

对于Int iValue的情况我们编写对应的类，并且为其编写方法Ch8ModifyCh8ComplexINT。

对于ch8SampleValue的情况我们编写对应的类Ch8ComplexCh8Sample，并且为其编写方法Ch8ModifyCh8ComplexCh8Sample。

请注意两个类，在类的标记中我们使用的是LayoutKind. Sequential，而不是LayoutKind. Explicit。这是因为这两个类都很简单，它们没有其它的字段了，使用Sequential与使用Explicit都可以，不会有任何的不同。但是你如果有更多的字段则你可能需要使用Explicit并使用FieldOffset指定偏移地址。

由于在C#中不能存在两个名称相同，参数也相同的函数。所以我们分别为操纵类Ch8ComplexINT与Ch8ComplexCh8Sample编写了一个函数。但是请注意这两个函数的EntryPoint = "Ch8ModifyCh8Complex"，这表示这两个函数真正调用的C函数是Ch8ModifyCh8Complex而不是Ch8ComplexINT或者Ch8ComplexCh8Sample，事实上这两个函数在C代码也根本不存在。

现在让我们来总结一下基础步骤：

1：针对每一种可能的情况编写相应的类（当然有可能多种情况使用的类可以相同）。

2：针对每一个在第一步编写的类，编写一个到多个函数。对于由C中某一个函数声明的函数，这经些函数的EntryPoint总是相同。

3：生成类，并进行调用。

## 结构中包含联合

在联合的使用中形式中，最常见的其实是在结构中。结构中通常包含一个字段来用指明它所包含的数据类型，程序根据该字段进行后续操作。

示例：

C:

typedef struct \_Ch8StructWithUnion

{

Ch8DataType ch8DataType;

union \_InneralUnion

{

int iValue;

Ch8Sample ch8SampleValue;

}InneralUnion;

}Ch8StructWithUnion;

BOOL Ch8ModifyCh8StructWithUnion(Ch8StructWithUnion \*value);

C#:

[StructLayout(LayoutKind.Sequential)]

public class Ch8StructWithUnionINT

{

[MarshalAs(UnmanagedType.I4)]

private Ch8DataType ch8DataType = Ch8DataType.INT;

/// <summary>

/// In c code InneralUnion is 8 byte alignment so append here 4 byte

/// </summary>

private int alignment = -1;

public int iValue = 123;

}

[StructLayout(LayoutKind.Sequential)]

public class Ch8StructWithUnionCh8Sample

{

[MarshalAs(UnmanagedType.I4)]

private Ch8DataType ch8DataType = Ch8DataType.CH8SAMPLE;

[MarshalAs(UnmanagedType.Struct)]

public Ch8Sample ch8SampleValue = new Ch8Sample();

}

[DllImport(DLLNAME, EntryPoint = "Ch8ModifyCh8StructWithUnion", CallingConvention = CallingConvention.Cdecl)]

public static extern bool Ch8ModifyCh8StructWithUnionINT([In, Out]Ch8StructWithUnionINT value);

[DllImport(DLLNAME, EntryPoint = "Ch8ModifyCh8StructWithUnion", CallingConvention = CallingConvention.Cdecl)]

public static extern bool Ch8ModifyCh8StructWithUnionCh8Sample([In, Out]Ch8StructWithUnionCh8Sample value);

结构Ch8StructWithUnion包含一个字段ch8DataType用来指明联合字段InneralUnion中所包含的数据类型。由于该联合有两种可能，所以我们编写了两个类：

Ch8StructWithUnionINT对应的方法为Ch8Modify Ch8StructWithUnionINT。

Ch8StructWithUnionCh8Sample对应的方法为Ch8ModifyCh8StructWithUnionCh8Sample。与前一节的示例一样两个方法的EntryPoint值都为：Ch8ModifyCh8StructWithUnion。

类Ch8StructWithUnionINT与Ch8StructWithUnionCh8Sample中的字段ch8DataType我们都声明为private这是希望外部代码不可以更改该值，因为它们的值在这种情况下是确定的。

最后需要说明的是在类Ch8StructWithUnionINT中，还有一个字段：private int alignment = -1;该字段为保留字段外部程序不能访问。那为什么要声明这个字段了？

正如该字段的名称一样，它用于对齐。在C代码中联合中长度最大的类型是第二个：Ch8Sample。而Ch8Sample又是一个int与double联合组成。也就是说Ch8Sample对齐的地址为以8开始的位置。如图所示：

在C#中如果不手动添加该对齐字段，则iValue字段将被映射到图中的错误位置。

而类Ch8StructWithUnionCh8Sample由于第二个字段是类CLR已经知道如何自动对齐了。

**注：不论是在C中还是在C#结构成员默认对齐都是8字节，该值可能由于不同的编译条件不同而不同。所以在C#调用C时一定要清楚编译C代码时使用的对齐字节数。**

## 联合参数传递问题

在前面的示例代码中，你可能已经注意到一个事实：C代码中的结构体大小总是等于或者大于C#中的结构体大小。因为C#中的每一个结构体只是为了适应一个方面，所以它们只包含一部分数据。Ch8StructWithUnionINT类比Ch8StructWithUnion结构小，而Ch8StructWithUnionCh8Sample 的大小与Ch8StructWithUnion相同。

既然传入的结构体大小不一样，那么为什么前面的示例代码又可以正常运行了？原因有以下两点：

代码的正确性：C代码可以保证，在操作某一种数据类型下绝对不会操作其它的数据，也就是说永远不会发生访问违规这种错误。这使得对于程序来说其它的数据好像根本不存在一样。例如在数据类型为INT的时候，永远不会去操作Ch8Sample数据。

参数采用的是指针传递。在采用指针传递的时候，真正传递的是的4个字节的地址（64位为8个字节）。这样不论函数是什么调用约定都可以正确的入栈与出栈。

接下来让我们看一下两个示例。

示例：

C:

BOOL Ch8ModifyCh8StructWithUnionByValue(Ch8StructWithUnion value);

C#:

[StructLayout(LayoutKind.Sequential)]

public struct Ch8StructWithUnionINT2

{

[MarshalAs(UnmanagedType.I4)]

public Ch8DataType ch8DataType;

/// <summary>

/// In c code InneralUnion is 8 byte alignment so append here 4 byte

/// </summary>

private int reserved;

public int iValue;

}

[DllImport(DLLNAME, EntryPoint = "Ch8ModifyCh8StructWithUnionByValue", CallingConvention = CallingConvention.Cdecl)]

public static extern bool Ch8ModifyCh8StructWithUnionByValue([MarshalAs(UnmanagedType.Struct)]Ch8StructWithUnionINT2 value);

C#调用：

Ch8StructWithUnionINT2 value = new Ch8StructWithUnionINT2

{

iValue = 123,

ch8DataType = Ch8DataType.INT

};

bool ret = Ch8Native.Ch8ModifyCh8StructWithUnionByValue(value);

上面的函数与见过的Ch8ModifyCh8StructWithUnion并没有什么不同，唯一不同的是参数由指针传递变成了值传递。由于要进行值传递，我增加了Ch8StructWithUnionINT2与它Ch8StructWithUnionINT也基本一样，最大的区别是从class变成了struct，因为只有struct才能在传递时映射成值传递的结构形式。CLR在调用Ch8ModifyCh8StructWithUnionByValue的时候，会将参数全部复制一份到C代码的栈上。当然由于是值传递调用，在C#代码中看不到相应的修改结果。

运行上面的示例你会发现一切都是正确的。但是你会发现我们传递的Ch8StructWithUnionINT2的大小比C中的Ch8StructWithUnion结构要小。也就是说栈上的数据并没有实际的多（相对于通常的C函数调用C函数所传递的参数来说）。但是它真的能正常运行。

其原因就在于：函数的调用方式采用的是默认的C语言调用约定cdel。CLR在调用的时候将参数入栈，在调用完成后CLR将参数出栈。所以说在函数的调用的前后栈是平衡的，不会出现异常。而且我们的代码也保证了在处理某种数据类型时，不会访问其它的的数据，也就不会出现内存访问违规。这两点就保证了程序的正常运行。

那么前面的示例是否可以应用到其它的情况了？如stdcall,fastcall等。答案是：如果压入栈的参数长度与函数声明的长度一样则可以。否则将会失败。因为栈会不平衡。

示例：

C:

BOOL \_\_stdcall Ch8ModifyCh8StructWithUnionByValueStd(Ch8StructWithUnion value);

C#:

[DllImport(DLLNAME, EntryPoint = "\_Ch8ModifyCh8StructWithUnionByValueStd@16", CallingConvention = CallingConvention.StdCall)]

public static extern bool Ch8ModifyCh8StructWithUnionByValueStd([MarshalAs(UnmanagedType.Struct)] Ch8StructWithUnionINT2 value);

C#调用：

Ch8StructWithUnionINT2 value = new Ch8StructWithUnionINT2

{

iValue = 123,

ch8DataType = Ch8DataType.INT

};

bool ret = Ch8Native.Ch8ModifyCh8StructWithUnionByValueStd(value);

函数Ch8ModifyCh8StructWithUnionByValueStd对比Ch8ModifyCh8StructWithUnionByValue来说除了函数名称不一样外，重要的一点就是前者的调用约定方式为:stdcall。

什么是stdcall？stdcall最重要的一点就是由函数自身完成栈参数清理（请参见第三章 方法调用约定）。
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上图的大致意思说是：检测到栈不平衡。

因为在调用的时候CLR根据Ch8StructWithUnionINT2压入栈的参数长度为12个字节，而函数Ch8ModifyCh8StructWithUnionByValueStd内部清理的栈参数为16个字节（也就是Ch8StructWithUnion的大小）。VS检测到了这种错，并进行了相应的提示。

为了避免这种错误我们可以有几个种方式：

1：使用int,byte等对结构进行补足，但是有一点记住补足的字段通常是private的，程序从来不使用。

对Ch8StructWithUnionINT2补足后：

[StructLayout(LayoutKind.Sequential)]

public struct Ch8StructWithUnionINT2

{

[MarshalAs(UnmanagedType.I4)]

public Ch8DataType ch8DataType;

/// <summary>

/// In c code InneralUnion is 8 byte alignment so append here 4 byte

/// </summary>

private int reserved;

public int iValue;

private int reserved1;

}

在这里我们增加了一个字段reserved1，使得结构的长度为16个字节，从而达到需要的长度。

2：使用指针传递联合的参数。

3：函数调用使用cdel约定。

# 指针

指针在一定程序上又可以称为地址，它里面的值是某一个地址，该地址可以指向程序中的任意地址（当然实际能不能用不一定）。指针通常指针间接来访问真正的数据。

在C#中如果希望传递一个变量的指针使用ref。但是C#中不能表示二级或者更多级指针。

## 一级指针

对于基础数据类型而言在参数前面加上ref就表示参数传递的指针。

对于class或者struct而言它们在传递时默认就采用的是指针传递，如果在其前面加上ref则表示C语言中的二级指针。

由于在前面的大量章节我们都已经描述了相应的如ref int ref double class等用法，所以我不会在此处编写示例。

## 二级指针

二级指针：我们常说的指向指针的指针。对于class与struct来说，标记ref就可以表示二级指针，但是对于基础数据类型来说我们还需要做更多的工作。

示例：

C:

BOOL Ch9AllocInt(int \*\*value)

{

if (value == 0)

{

return FALSE;

}

\*value = (int \*)malloc(sizeof(int));

if (\*value != 0)

{

\*\*value = 1234;

}

return \*value != 0;

}

void Ch9FreeMemory(void \*value)

{

free(value);

}

C#:

[DllImport(DLLNAME, CallingConvention = CallingConvention.Cdecl)]

public static extern bool Ch9AllocInt(ref IntPtr value);

[DllImport(DLLNAME, CallingConvention = CallingConvention.Cdecl)]

public static extern void Ch9FreeMemory(IntPtr ptr);

C#调用：

IntPtr value = IntPtr.Zero;

bool ret = Ch9Native.Ch9AllocInt(ref value);

if (ret)

{

int iValue = (int)Marshal.PtrToStructure(value, typeof(int));

}

Ch9Native.Ch9FreeMemory(value);

由于C#中不能直接表示基础数据类型的二级指针，所以我们在C#中声明中参数采用ref IntPtr value，表示指向指针的指针。在调用的方法时同样加上ref标记，调用完成后value的值指向就是我们要数据。使用PtrToStructure将数据非托管内存复制到托管内存iValue里，它的值为1234。最后使用Ch9FreeMemory释放所申请的内存。

**注意：在编程中通常内存由谁申请，就由谁负责释放。所以这里我们在C代码中提供了一个方法Ch9FreeMemory，它负责释放内存。该方法在以后都会用到。**

关于基础数据类型的二级指针就讲到这里，我希望你能自动将该知识应用到其它的类型如double，char，bool等变量中。下面我们来看一下struct和class的二级指针。

示例：

C:

BOOL Ch9AllocCh9Dog(Ch9Dog \*\*value)

{

if (value == 0)

{

return FALSE;

}

\*value = (Ch9Dog \*)malloc(sizeof(Ch9Dog));

if (\*value != 0)

{

(\*value)->iValue = 1234;

wcscpy\_s((\*value)->wsValue, 4, L"我我我");

}

return \*value != 0;

}

C#:

[DllImport(DLLNAME, CallingConvention = CallingConvention.Cdecl)]

public static extern bool Ch9AllocCh9Dog(ref IntPtr value);

C#调用：

IntPtr value = IntPtr.Zero;

if (Ch9Native.Ch9AllocCh9Dog(ref value))

{

Ch9Dog dog = (Ch9Dog)Marshal.PtrToStructure(value, typeof(Ch9Dog));

}

Ch9Native.Ch9FreeMemory(value);

仔细观察，这种方式与处理基础数据类型的基本一样。但是我们还有一种方式：

C：

BOOL Ch9CoTaskMemAllocCh9Dog(Ch9Dog \*\*value)

{

if (value == 0)

{

return FALSE;

}

\*value = (Ch9Dog \*)CoTaskMemAlloc(sizeof(Ch9Dog));

if (\*value != 0)

{

(\*value)->iValue = 1234;

wcscpy\_s((\*value)->wsValue, 4, L"我我我");

}

return \*value != 0;

}

C#：

[DllImport(DLLNAME, CallingConvention = CallingConvention.Cdecl)]

public static extern bool Ch9CoTaskMemAllocCh9Dog(ref Ch9Dog value);

C#调用：

Ch9Dog dog = new Ch9Dog();

bool ret = Ch9Native.Ch9CoTaskMemAllocCh9Dog(ref dog);

与上面的示例比较，我们发现有几点不同：

* 第一个在分配内存的使用的是c函数malloc，而第二个使用的是CoTaskMemAlloc。关于这两个函数你可以简单的认为它们在进程中不同的堆中分配内存。

## 指针作为函数返回值

# 回调函数

## 回调函数实现机制

## 声明回调函数的委托

## 函数回调示例

# 综合示例

假设，你正在负责一套视频监控的软件。并且你的老板告诉你，市场部人职员告诉他，客户对市场部的人员说：

客户：“Hi xx，我们需要一套功能强大，操作简单，界面漂亮的视频监控软件，而且我们可能会有很多种不同类型的视频设备”。

市场部人员：”好的，凭借我们公司多年的行业技术积累，我有理由相信我们可以一个月内开发出一套全功能的视频监控系统“。

不得不承认，我每次听到这种对话的时候，心都痛得哭不出来了。但是作为一个程序员，你还是默默的打开了盗版的VS2010，准备开工。

通过前期了解，你知道每一个视频设备生产商，都会提供相应的设备控制组件，他们通常是Win32形式的，当然也有COM的，但是他们不提供协议，所以你不得不使用PInvoke来完成这项任务。

由于需要支持多种设备，你决定将不同厂家提供了DLL放在主程序下各自的目录，毕竟全部放在一起，实在是个糟糕的主意。你的目录可能是这样的

App.exe

Device

Company1

Company1.dll

Protocol.dll

Company2

Company2.dll

其中Company1.dll为你使用的接口DLL，而Protocol则是Company1.dll内部使用的DLL。

现在你可以进行如下设计：

public interface INVR

{

bool Open();

}

class Company1NVRNative

{

const string DLLNAME = "Device\\Company1\\Company1.dll";

[DllImport(DLLNAME, CallingConvention = CallingConvention.StdCall)]

internal static extern bool OpenDevice([MarshalAs(UnmanagedType.LPStr)] string deviceURL, ref IntPtr hDevice);

}

public class Company1NVR : INVR

{

private IntPtr hDevice;

public string URL { get; set; }

public bool Open()

{

return Company1NVRNative.OpenDevice(this.URL, ref this.hDevice);

}

}

好吧，我想信上面的代码是大多数要都会这样写的。然后主程序启动的时候，会读取所有设备，并创建相应的类型，并使得他们工作。

然而代码真正的会像你预期那样正常工作吗？答案是：不一定。

对的，不一定，这取决于很多因素。但是在这里我会提出一点可能，你代码会出现无法

Company1.dll的异常。那么你一定很好奇，我不是在DLLNAME中指定要加载的DLL吗？难到是路径不对？不，都是对的，DLLNAME指定了正确的路径，而且在加载的Company1.dll的时候，也是可以找到该文件的，那么这又是为什么了？

答案是：系统无法为Company1.dll加载其所需要Protocol.dll。

很奇怪是吧。系统能够，加载所需要的Company1.dll是因为，它根据程序目录和Device\\Company1\\Company1.dll能够，找到该文件。但是Company1.dll引用了Protocol.dll，只有一个名称信息，系统就只能根据前需要节所提到的加载流程进行加载。很显然，在尝试所有的方法后，无法加载Protocol.dll，所以系统认为加载Company1.dll失败，抛出一个加载Company1.dll失败的异常。

好吧，我相信我已经很好的解释了错误的原因。接下来让我们看一下，如何解决该问题：为了解决这个问题，你需要清楚DLL加载流程，我是清楚的所以我可以给出以下几种方法：

1：Company1文件夹路径设置到系统的环境变量中。这样系统根据环境变量就可以找到该DLL。

2：程序在初始化的时候，设置自身的环境变量。这样系统也可以根据环境变量找到该DLL。

附：

程序启动时设置自身环境变量的代码：

class Program

{

static string[] GetSubDirs(string dir)

{

List<string> dirs = new List<string>();

dirs.Add(dir);

foreach (string s in System.IO.Directory.GetDirectories(dir))

{

dirs.Add(s);

dirs.AddRange(GetSubDirs(s));

}

return dirs.ToArray();

}

public static void Main(string[] args)

{

string path = Environment.GetEnvironmentVariable("path");

string deviceDir = System.IO.Path.Combine(new FileInfo(typeof(Program).Assembly.Location).DirectoryName, "Device");

string[] subDirs = GetSubDirs(deviceDir);

string newPath = subDirs.Aggregate((sum, current) => sum + ";" + current) + path;

Environment.SetEnvironmentVariable("path", newPath);

}

}

# 进阶 数据封送处理器

## 结构一致型与非结构一致性

在托管与非托管程序中，语意上一样的数据类型可能具有不同的内存分布形式。

结构一致型：对于那些在托管与非托管代码中所在内存大小，排列序列一致的类型，我们称之为结构一致型。

在.NET中提供的所有基础类型：System.Byte，System.SByte，System.Int16, System.Uint16, System.Int32, System.UInt32, System.Int64, System.UInt64, System.IntPtr, System.UIntPtr, System.Single, System.Double等均为结构一致性。

同时对于以下两种类型也为结构一致型：

任何包含结构一致型的一维数组。但是任何包含结构一致性的一维数组的类型不是结构一致型。

为什么包含结构一致性的一维数组的类是非结构一致性的了？因为在.NET中数组除了包含缓冲区，还包含得有相应的长度等信息。在非托管中，在计算相对数组里的缓冲区偏移地址的时候就是错的。

任何只包含结构一致型类型的类或结构均为结构一致型。

例如

Int 在非托管中也为32位，也内存排列序列一致。

int[] 在数据封送处理中将直接传递数组的缓冲区指针，也为结构一致型.

[StructLayout(LayoutKind.Sequential)]

class BlittableClass

{

public int Age;

public int Height;

}

类BlittableClass由于只包含两个结构一致性类型int所以也为结构一致性类型。

非结构致型：对于那些在托管与非托管代码中所暂用内存大小，排列序列可能不致的我们称之非结构一致型。

在.NET平台中提供的基础中类型中System.Char，System.Boolean，System.String(该类并不是基础类型，但很多时候会在基础类型中进行讨论)均为非结构一致性类型。

System.Char之所为非结构一致型，是其因为其在非托管中可以转换为1,2字节。

System.Boolean之所以为非结构一致型，是其因为其在非托管内存中可以转换为1,2,4字节。

System.String之所以为非结构一致型，是因为其在非托管内存中可以转换为ANSI或者Unicode字符串。

[StructLayout(LayoutKind.Sequential)]

class NonBlittableClass

{

public int Age;

[MarshalAs(UnmanagedType.ByValArray, ArraySubType = UnmanagedType.I4, SizeConst = 20)]

public int[] ChildrenAges;

}

对于类NonBlitableClass来说，它是非结构一致性的。因为它包含一个成员变量ChildrenAge。记住任何包含数组的类或者结构都是非结构一致型的。

## 参数传递的两种方式 复制与固定

对于任何结构一致性的类型，当采用指针作为传入参数时，数据封送处理器将直接固定托管内存，以防止在非托管代码使用内存期间CLR移动此内存。然后将指针传递给到非托管代码的栈上，以便进行使用。此时非托管代码通过指针对数据进行任何的操作都将直接作用到托管内存上。也就是说，参数此时不使用OutAttibute也可以看到更改。

而对于任何非结构一致性的类型，不管是任何值传输，还是指针传输数据封送处理器都会先在非托管内存中开辟固定长度的内存，然后将传入参数进行封装复制，在非托管代码调用完成后，释放申请的内存。如果指定的有OutAttribute则将非托管代码修改后的值复制到托管内存中以实现参数的双向传输。

数据封送处理器Marshaling Service完成了将.NET参数进行处理后传入非托管代码，在函数调用完成后将需要输出的参数进行复制到托管代码中。

如有以下声明：

Native:

extern "C" NATIVE\_API BOOL GetItemHeight(int index,int \*height);

Managed:

[DllImport("Native.dll", EntryPoint = "GetItemHeight", CallingConvention = CallingConvention.Cdecl)]

[return : MarshalAs(UnmanagedType.Bool)]

public static extern bool GetItemHeight(int index, ref int height);

在本例中，数据封送处理器，将参数height的内存地址，index值依次入栈。在调用完成后将C API的返回值BOOL(int)型，转换为一个C#中的bool值。

# 附录 常用类型信息

## DllImportAttribute

该类主要用来声明非托管函数。

|  |  |
| --- | --- |
| 属性或者字段名称 | 作用 |
| Value | 获取包含入口点的 DLL 文件的名称。 |
| BestFitMapping | 将 Unicode 字符转换为 ANSI 字符时，启用或禁用最佳映射行为。 |
| CallingConvention | 指示入口点的调用约定。 |
| CharSet | 指示如何向方法封送字符串参数，并控制名称重整。 |
| EntryPoint | 指示要调用的 DLL 入口点的名称或序号。 |
| ExactSpelling | 控制 DllImportAttribute.CharSet 字段是否使公共语言运行时在非托管 DLL 中搜索入口点名称，而不使用指定的入口点名称。 |
| SetLastError | 指示被调用方在从特性化方法返回之前是否调用 SetLastError Win32 API 函数。 |
| ThrowOnUnmappableChar | 启用或禁用在遇到已被转换为 ANSI“?”字符的无法映射的 Unicode 字符时引发异常。 |

## InAttribute

指示应将数据从调用方封送到被调用方，而不返回到调用方。

## OutAttribute

指示应将数据从被调用方封送回调用方。

## MarshalAsAttribute

指示如何在托管代码和非托管代码之间封送数据。

|  |  |
| --- | --- |
| 属性或者字段名称 | 作用 |
| Value | 获取 UnmanagedType 值，数据将被作为该值封送。 |
| ArraySubType | 指定非托管 UnmanagedType.LPArray 或 UnmanagedType.ByValArray 的元素类型。 |
| IidParameterIndex | 指定 COM 使用的非托管 iid\_is 特性的参数索引。 |
| MarshalCookie | 向自定义封送拆收器提供附加信息。 |
| MarshalType | 指定自定义封送拆收器的完全限定名。 |
| MarshalTypeRef | 将 MarshalAsAttribute.MarshalType 作为类型实现。 |
| SafeArraySubType | 指示 UnmanagedType.SafeArray 的元素类型。 |
| SafeArrayUserDefinedSubType | 指示用户定义的 UnmanagedType.SafeArray 元素类型。 |
| SizeConst | 指示固定长度数组中的元素数，或要导入的字符串中的字符（不是字节）数。 |
| SizeParamIndex | 指示从零开始的参数，该参数包含数组元素的计数，与 COM 中的 size\_is 类似。 |

## UnmanagedFPointerAttribute

控制作为非托管函数指针传入或传出非托管代码的委托签名的封送行为.

|  |  |
| --- | --- |
| 属性或者字段名称 | 作用 |
| CallingConvention | 获取调用约定的值。 |
| BestFitMapping | 将 Unicode 字符转换为 ANSI 字符时，启用或禁用最佳映射行为。 |
| CharSet | 指示如何向方法封送字符串参数。 |
| SetLastError | 指示被调用方在从特性化方法返回之前是否调用 SetLastError Win32 API 函数。 |
| ThrowOnUnmappableChar | 启用或禁用在遇到已被转换为 ANSI“?”字符的无法映射的 Unicode 字符时引发异常。 |
|  |  |

## Marshal

提供了一个方法集，这些方法用于分配非托管内存、复制非托管内存块、将托管类型转换为非托管类型，此外还提供了在与非托管代码交互时使用的其他杂项方法。

由于该类的方法属性过多，在此只列出部分

|  |  |
| --- | --- |
| 方法名称 | 作用 |
| AllocHGlobal(Int32) | 通过使用指定的字节数，从进程的非托管内存中分配内存。 |
| Copy(Byte[], Int32, IntPtr, Int32) | 将一维的托管 8 位无符号整数数组中的数据复制到非托管内存指针。 |
| Copy(IntPtr, Byte[], Int32, Int32) | 将数据从非托管内存指针复制到托管 8 位无符号整数数组。 |
| FreeHGlobal | 释放以前从进程的非托管内存中分配的内存。 |
| GetLastWin32Error | 返回由上一个非托管函数返回的错误代码，该函数是使用设置了 DllImportAttribute.SetLastError 标志的平台调用来调用的。 |
| PtrToStringAnsi(IntPtr) | 将非托管 ANSI 字符串中第一个 null 字符之前的所有字符复制到托管 String，并将每个 ANSI 字符扩展为 Unicode 字符。 |
| PtrToStringUni(IntPtr) | 分配托管 String，并从非托管 Unicode 字符串向其复制第一个空字符之前的所有字符。 |
| PtrToStructure(IntPtr, Object) | 将数据从非托管内存块封送到托管对象。 |
| PtrToStructure(IntPtr, Type) | 将数据从非托管内存块封送到新分配的指定类型的托管对象。 |
| StringToHGlobalUni | 向非托管内存复制托管 String 的内容。 |
| StructureToPtr | 将数据从托管对象封送到非托管内存块。 |

## UnmanagedType枚举

|  |  |
| --- | --- |
| 名称 | 描述 |
| Bool | 4 字节布尔值（true != 0、false = 0）。这是 Win32 BOOL 类型。 |
| I1 | 1 字节带符号整数。可使用此成员将布尔值转换为 1 字节、C 样式的 bool（true = 1、false = 0）。 |
| U1 | 1 字节无符号整数。 |
| I2 | 2 字节带符号整数。 |
| U2 | 2 字节无符号整数。 |
| I4 | 4 字节带符号整数。 |
| U4 | 4 字节无符号整数。 |
| I8 | 8 字节带符号整数。 |
| U8 | 8 字节无符号整数。 |
| R4 | 4 字节浮点数。 |
| R8 | 8 字节浮点数。 |
| Currency | 在 System.Decimal 上使用，以将十进制数值作为 COM 货币类型而不是 Decimal 封送。 |
| BStr | 长度前缀为双字节的 Unicode 字符串。可以在 String 数据类型上使用此成员（它是 COM 中的默认字符串）。 |
| LPStr | 单字节、空终止的 ANSI 字符串。可在 System.String 或 System.Text.StringBuilder 数据类型上使用此成员。 |
| LPWStr | 一个 2 字节、空终止的 Unicode 字符串。  请注意，如果非托管字符串不是使用非托管的 CoTaskMemAlloc 函数创建的，则不能在此非托管字符串中使用 LPWStr 值。 |
| LPTStr | 与平台相关的字符串：在 Windows 98 上为 ANSI，在 Windows NT 和 Windows XP 上为 Unicode。该值仅对平台调用受支持，而对 COM 互操作 则不受支持，原因是不支持导出 LPTStr 类型的字符串。 |
| ByValTStr | 用于在结构中出现的内联定长字符数组。与 ByValTStr 一起使用的字符类型由应用于包含结构的 System.Runtime.InteropServices.StructLayoutAttribute 的 System.Runtime.InteropServices.CharSet 参数确定。应始终使用 MarshalAsAttribute.SizeConst 字段来指示数组的大小。  .NET Framework 的 ByValTStr 类型的行为类似于结构中的 C 样式、固定大小的字符串（例如，char s[5]）。 |
| IUnknown | COMIUnknown 指针。可以在 Object 数据类型上使用此成员。 |
| IDispatch | 一个 COM IDispatch 指针（在 Microsoft Visual Basic 6.0 中为 Object）。 |
| Struct | 一个用于封送托管格式化类和值类型的 VARIANT。 |
| Interface | COM 接口指针。从类元数据获得接口的 Guid。如果将此成员应用于类，则可以使用该成员指定确切的接口类型或默认的接口类型。当应用于 Object 数据类型时，此成员将产生 UnmanagedType.IUnknown 行为。 |
| SafeArray | SafeArray 是自我描述的数组，它带有关联数组数据的类型、秩和界限。可将此成员与 MarshalAsAttribute.SafeArraySubType 字段一起使用，以重写默认元素类型。 |
| ByValArray | 当 MarshalAsAttribute.Value 设置为 ByValArray 时，必须设置 SizeConst 以指示数组中的元素数。当需要区分字符串类型时，ArraySubType 字段可以选择包含数组元素的 UnmanagedType。此 UnmanagedType 只可用于作为结构中的字段的数组。 |
| SysInt | 与平台相关的带符号整数。在 32 位 Windows 上为 4 字节，在 64 位 Windows 上为 8 字节。 |
| SysUInt | 与平台相关的无符号整数。在 32 位 Windows 上为 4 字节，在 64 位 Windows 上为 8 字节。 |
| VBByRefStr | 允许 Visual Basic 2005 在非托管代码中更改字符串，并将结果在托管代码中反映出来。该值仅对平台调用受支持。 |
| TBStr | 一个有长度前缀的与平台相关的 char 字符串。在 Windows 98 上为 ANSI，在 Windows NT 上为 Unicode。很少用到这个类似于 BSTR 的成员。 |
| VariantBool | 2 字节、OLE 定义的 VARIANT\_BOOL 类型（true = -1、false = 0）。 |
| FPtr | 一个可用作 C 样式函数指针的整数。可将此成员用于 Delegate 数据类型或从 Delegate 继承的类型。 |
| AsAny | 一个动态类型，将在运行时确定对象的类型，并将该对象作为所确定的类型进行封送处理。仅对平台调用方法有效。 |
| LPArray | 指向 C 样式数组的第一个元素的指针。当从托管到非托管进行封送处理时，该数组的长度由托管数组的长度确定。当从非托管到托管进行封送处理时，将根据 MarshalAsAttribute.SizeConst 和 MarshalAsAttribute.SizeParamIndex 字段确定该数组的长度，当需要区分字符串类型时，还可以后跟数组中元素的非托管类型。 |
| LPStruct | 一个指针，它指向用于封送托管格式化类的 C 样式结构。仅对平台调用方法有效。 |
| CustomMarshaler | 当与 MarshalAsAttribute.MarshalType 或 MarshalAsAttribute.MarshalTypeRef 一起使用时，指定自定义封送拆收器类。MarshalAsAttribute.MarshalCookie 字段可用于将附加信息传递给自定义封送拆收器。可以在任何引用类型上使用此成员。 |
| Error | 此与 I4 或 U4 关联的本机类型将导致参数作为导出类型库中的 HRESULT 导出。 |

# 附录 托管与非托管的数据类型映射

表4-1 托管与非托管之前的数据类型映射关系

|  |  |  |  |
| --- | --- | --- | --- |
| **Unmanaged type in Wtypes.h** | **Unmanaged C language type** | **Managed class name** | **Description** |
| **HANDLE** | **void\*** | [System.IntPtr](http://msdn.microsoft.com/en-us/library/system.intptr(v=vs.100).aspx) | 32 bits on 32-bit Windows operating systems, 64 bits on 64-bit Windows operating systems. |
| **BYTE** | **unsigned char** | [System.Byte](http://msdn.microsoft.com/en-us/library/system.byte(v=vs.100).aspx) | 8 bits |
| **SHORT** | **short** | [System.Int16](http://msdn.microsoft.com/en-us/library/system.int16(v=vs.100).aspx) | 16 bits |
| **WORD** | **unsigned short** | [System.UInt16](http://msdn.microsoft.com/en-us/library/system.uint16(v=vs.100).aspx) | 16 bits |
| **INT** | **int** | [System.Int32](http://msdn.microsoft.com/en-us/library/system.int32(v=vs.100).aspx) | 32 bits |
| **UINT** | **unsigned int** | [System.UInt32](http://msdn.microsoft.com/en-us/library/system.uint32(v=vs.100).aspx) | 32 bits |
| **LONG** | **long** | [System.Int32](http://msdn.microsoft.com/en-us/library/system.int32(v=vs.100).aspx) | 32 bits |
| **BOOL** | **long** | [System.Int32](http://msdn.microsoft.com/en-us/library/system.sbyte(v=vs.100).aspx) | 32 bits |
| **DWORD** | **unsigned long** | [System.UInt32](http://msdn.microsoft.com/en-us/library/system.uint32(v=vs.100).aspx) | 32 bits |
| **ULONG** | **unsigned long** | [System.UInt32](http://msdn.microsoft.com/en-us/library/system.uint32(v=vs.100).aspx) | 32 bits |
| **CHAR** | **char** | [System.Char](http://msdn.microsoft.com/en-us/library/system.char(v=vs.100).aspx) | Decorate with ANSI. |
| **WCHAR** | **wchar\_t** | [System.Char](http://msdn.microsoft.com/en-us/library/system.char(v=vs.100).aspx) | Decorate with Unicode. |
| **LPSTR** | **char\*** | [System.String](http://msdn.microsoft.com/en-us/library/system.string(v=vs.100).aspx) or [System.Text.StringBuilder](http://msdn.microsoft.com/en-us/library/system.text.stringbuilder(v=vs.100).aspx) | Decorate with ANSI. |
| **LPCSTR** | **Const char\*** | [System.String](http://msdn.microsoft.com/en-us/library/system.string(v=vs.100).aspx) or [System.Text.StringBuilder](http://msdn.microsoft.com/en-us/library/system.text.stringbuilder(v=vs.100).aspx) | Decorate with ANSI. |
| **LPWSTR** | **wchar\_t\*** | [System.String](http://msdn.microsoft.com/en-us/library/system.string(v=vs.100).aspx) or [System.Text.StringBuilder](http://msdn.microsoft.com/en-us/library/system.text.stringbuilder(v=vs.100).aspx) | Decorate with Unicode. |
| **LPCWSTR** | **Const wchar\_t\*** | [System.String](http://msdn.microsoft.com/en-us/library/system.string(v=vs.100).aspx) or [System.Text.StringBuilder](http://msdn.microsoft.com/en-us/library/system.text.stringbuilder(v=vs.100).aspx) | Decorate with Unicode. |
| **FLOAT** | **Float** | [System.Single](http://msdn.microsoft.com/en-us/library/system.single(v=vs.100).aspx) | 32 bits |
| **DOUBLE** | **Double** | [System.Double](http://msdn.microsoft.com/en-us/library/system.double(v=vs.100).aspx) | 64 bits |

在表4-1中，我们列出了基础的数据类型及其对应的关系。你所可能需要反复查看此表，以记住他们。当然你也可以在需要时进行查看。

# 附录 常见问题

## 为何不能加载我的DLL

将这个问题列在最前面，是因为这是我见过网络上问得最多的问题。如果要仔细的讲述这个问题，我相信没有个几天是说不清楚的。所以在这里我们简单的说明。

系统何时提示不能加载我的DLL？当系统需要使用一个DLL的时候它会尝试加载（请参考第三章 加载非托管DLL流程）。如果说某一个DLL文件找不到或者某一个DLL执行DLLMain函数失败的时候系统就会报该异常。由于第一种原因引起的问题是最常见的，因为我们C程序通常会使用第三方组件，或者会使用VC++的运行库，如果目标计算机没有安装这种程序就会导致程序提示无法加载我们的DLL。

当然有时候有时候你可能有这些DLL，但是你发现还是会失败。这时通常可能是由于程序的环境变量不正确的，导致加载的时候无法找到相应的DLL。事实上一个最偷赖的方式将你所需要DLL复制到System32目录或者Wow\system32目录下或者全部复制到应用程序的根目录下。但这真的是一个很丑陋的方式。

当发生这种问题时候，我也推荐你使用一个工具：Procmon.exe工具，跟踪查看程序的操作细节从而分析程序是在加载那个DLL失败。

## BadImageFormatException

当发生这种错误的时候，系统已经可以正确的定位所需要的DLL，但是该DLL的与程序当前的位数不一样。例如一个C#程序使用了一个32位的DLL但是编译的时候被设置成:anycpu，那么这个程序在32的系统上运行时候不会出现问题，但是当在64位系统中运行时候就会报该异常。因为anycpu的程序由实际运行的系统决定，如果运行64位系统上则进程是64的，但是它尝试加载的DLL是32位的，导致程序执行该异常。

## 调试时提示我设置的回调委托正在被回收

在C#中的委托的实例也存在于托管内存中，所以它也会被CLR进行垃圾回收。

假如你的C代码中需要一个回调函数指针，并且有一个后台线程会不断的调用该回调以通知上层代码。但是你将回调的委托实例声明在函数局部或者类、结构的成员变量则该变量就有可以会被回调。在使用VS调试的时候，它可以检测到这种错误，并进行相应的提示。

对于这个问题一个较好的选择是:像第10章中的那样将委托实例声明类的表态变量，这样可以保证直到应用域被结束该变量一直存在，也就不存在在C代码需要使用它的时候会回收的问题。

当然委托的实例也是可以声明为类的成员，但是你必须保证在C代码需回调该委托的时候，这个委托没有CLR进行垃圾回收。

## 非托管代码调用托管回调函数后，提示栈异常

C代码在声明相应的回调函数时会同时声明其调用约定，是的回调函数也是有调用约定的。在VC++中默认是的cdecl，而大数Win32 API及其回调都是stdcall。所以出现该问题时请确定标记在委托UnmanagedFPointerAttribute中的CallingConvention是否与C代码中声明的调用约定一样。

## 非托管代码在对托管传入的参数进行赋值时出现 内存访问异常

总的来说，这是真的是一个很复杂的问题。我也不告诉你会为什么，但是你可以从以下几个方面来检查代码：

* 是否传入了空指针
* 指针所指向的是否可以更改。
* 如果是类或者结构则结构成员是否对齐，如果没有对齐会导致访问到错误的数据，从而导致该问题。
* 程序内部本身是否有错误。

## 为什么OutAttribute对String无效

在.NET中String对象的实例被认为是不可以更改的。所以在CLR进行PInvoke的时候会忽略掉OutAttribute标记，也就是说如果CLR检测到参数类型是String类型则不会修改后的内存复制到托管内存。